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Abstract—Phishing attacks continue to plague users as attackers develop new ways to fool users into submitting personal information to fraudulent sites. Many schemes claim to protect against phishing sites. Unfortunately, most do not protect against zero-day phishing sites. Those schemes that do allege to provide zero-day protection, often incorrectly label both phishing and legitimate sites. We propose a scheme that protects against zero-day phishing attacks with high accuracy. Our approach captures an image of a page, uses optical character recognition to convert the image to text, then leverages the Google PageRank algorithm to help render a decision on the validity of the site. After testing our tool on 100 legitimate sites and 100 phishing sites, we accurately reported 100% of legitimate sites and 98% of phishing sites.
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I. INTRODUCTION

Attacks that exploit human vulnerabilities have been on the rise in recent years [22]. Some of the most common attacks that fall into this category are phishing attacks. Phishing attacks generally use emails in an attempt to lure unsuspecting users into entering personal information such as credit card numbers or bank account numbers into fake web sites. The fake web sites are designed to look exactly like the authentic web site. Many times even the Uniform Resource Locater (URL) is similar to the authentic site’s URL. Studies have shown that even the most computer-savvy users will fall victim to phishing sites [3]. In the first half of 2009 alone, there were 30,131 unique domain names conducting phishing attacks [17]. A report from late 2007 attributed the loss of more than $3 billion to phishing attacks. The same report shows that 3.6 million people lost money to phishing attacks [9].

There have been many tools developed to combat phishing attacks. Most anti-phishing methodologies in use today take advantage of databases that produce a blacklist of known phishing sites [5], [10], [14]. There are a number of disadvantages to this approach. First, this approach relies upon a complete database of all known phishing sites. In that respect, the anti-phishing tool is only as good as the completeness of its database. This is compounded by the fact that the average phishing site is active for only a couple of days, some only for a few hours [11]. Second, this approach does not protect against zero-day phishing attacks; that is, new phishing attacks that the community is unaware of. On average, 82 new phishing sites pop up every day.

We propose an approach that solves the problems that database techniques face by detecting zero-day phishing attacks. Our tool, called GoldPhish, uses a browser plug-in to detect and report phishing sites. We do this by using optical character recognition (OCR) to read the text from an image of the page (specifically from the company logo), grabbing the top ranked domains from a search engine, and comparing them with the current web site. The strength of our tool lies in the user’s ability to recognize well-known company logos. A phishing site cannot change a well-known company logo without the phishing target noticing.

The remainder of this paper is organized as follows: Section II briefly surveys other anti-phishing approaches. We describe the detailed design of GoldPhish in Section III. Section IV outlines the conditions under which GoldPhish was tested. We analyze the effectiveness of our tool in Section V and in Section VI we conclude.

II. RELATED WORK

Phishing detection algorithms can be roughly classified into two categories. The first category includes methodologies that use lists to determine phishing sites. The second category uses some sort of heuristic about the site to classify it.

A. List-Based

List-based anti-phishing approaches are widely used today. Their two main strengths are simplicity and speed. Classifying a site as phishing or trusted is a simple database lookup. What these approaches lack is the ability to detect zero-day phishing sites. List-based approaches can be further broken down into blacklist and whitelist.

1) Blacklist: Blacklists are used by most Internet browsers to detect phishing sites. Examples include Internet Explorer [10], and Firefox [5]. The blacklist approach keeps a database of all known phishing sites. Before navigating to a site, the browser checks its database to see if the requested URL is recognized as a phishing site. A drawback of using a blacklist approach is that it depends on the completeness of the blacklist. This has a great deal to do with the source of the list. It also takes time for a phishing site to be added to a blacklist database once it is discovered. Some sources, such as PhishTank [14], provide extensive databases, but most phishing sites become disabled before ever getting into a blacklist database [11]. Another issue is that blacklists cannot detect targeted phishing attacks (spearphishing [7]) since they are aimed at an individual or a small group. The main shortcoming of blacklists is that they cannot detect zero-day
attacks. Our goal is to build a tool that can work independently, or in conjunction with, blacklists to detect zero-day attacks.

2) Whitelist: Whitelists are less common than blacklists and work off the idea that a site must be explicitly trusted before access can be granted. The basic idea is that the user builds a list of trusted sites that he/she accesses on a regular basis. If the user attempts to navigate to a site that is not in the trusted list, he/she is either blocked from the site (static implementation) or prompted to add the site to the trusted list (dynamic implementation).

The underlying problem with these approaches [1], [2], [6] is that the majority of sites users navigates to are new. In a static implementation, users will be blocked from unvisited sites until they manually add them to their whitelist. It is not difficult to imagine that users will quickly become annoyed and disable this feature. Dynamic implementations will not fare much better. Each time the user navigates to a new site, he/she will be prompted to add the site to the trusted list. Initially, users may carefully consider whether to add the site. However, over time, users will become complacent and automatically add the site in question to the trusted list (if they do not simply disable the tool) [20]. Even if users are diligent about examining sites before they trust them, some users will still add phishing sites anyway. After all, if a phishing site is good enough to convince users to input sensitive information, it is reasonable to expect it can convince them to add it to their trusted lists.

B. Heuristic-Based

Heuristic-based approaches check one or more characteristics of a site to detect phishing rather than look in a list. These characteristics can be the uniform resource locator (URL), the hypertext markup language (HTML) code, or the page content itself. Most approaches will then use machine learning algorithms to make a judgment about the validity of a site. The main strength of heuristic-based approaches is their ability to detect zero-day phishing attacks. GoldPhish falls into this category.

Ludl et al. [8] proposed a heuristics-based approach that used 18 different heuristics to classify a page as safe or phishing. Most of the heuristics were targeted at the HTML source code while two considered the content of the URL. This approach achieved a 16.9% false negative rate and a 0.4% false positive rate.

A technique by Garera et al. [4] uses the composition of URLs to identify phishing sites. The authors combine several different heuristics as well as Google PageRank [12] to determine if a URL is legitimate or phishing. The idea is that phishing sites are new to the web and will not rank very high, while established web sites will have high rankings. Their results demonstrate a 4.2% false negative rate and 1.2% false positive rate.

Two techniques use keyword-retrieval from selected document object model (DOM) properties. Pan et al. [13] propose that a web site’s true identity is contained within its DOM properties. By extracting identity information from the DOM properties, such as title, description, copyright, etc., they hypothesize that they can differentiate legitimate sites from phishing sites. Their false positive rate of 29% and false negative rate of 12% indicate this hypothesis might be flawed.

Xiang et al. [21] propose a hybrid approach that combines identity-based detection from DOM properties with keyword-retrieval. A key improvement of this scheme over Pan et al. is that they use natural language processing techniques to identify brands. With this approach, they were able to achieve a false negative rate between 6.69% and 9.94% and a false positive rate between 1.95% and 2.26%.

Zhang et al. proposed a heuristics-based approach called Cantina [23]. Cantina primarily uses a lexical signature heuristic based off of the TF-IDF (term frequency/inverse document frequency) algorithm [18] to detect phishing sites. The authors combine this heuristic with seven other heuristics, such as domain age and suspicious links, to achieve more accurate results. During testing, Cantina achieved a 89% true positive rate (11% false negative) and a 1% false positive rate.

All of the aforementioned approaches are primarily text-based. The problem with text-based approaches is that they can easily be gamed. For example a phishing site can be created using images instead of text. Alternately, a phishing site may contain text matching the background color of the site (invisible text). GoldPhish is robust against these weaknesses in that it examines web sites as images as discussed in Section III.

III. DESIGN

In order to design a tool that protects against zero-day phishing attacks, a dynamic and adaptive approach needs to be utilized. Our approach utilizes the fact that trusted organizations have easily recognizable logos on their websites. These logos are brand name images that are capable of being matched by an Internet search engine. Our approach succeeds where other
Fig. 2. Sample screenshot captured by GoldPhish

text-based approaches fail for two reasons. First, it accounts for the case where a web page may be composed entirely of images that cannot serve as input to a search engine. Second, it accounts for sites that use invisible text designed to fool search engines. GoldPhish utilizes Google as the search engine because of its highly accurate PageRank [12] mechanism. This mechanism gives higher rank to well-established web sites. Since most phishing sites are usually only active for less than a few days, it is unlikely they will achieve a very high rank. Our current implementation is only capable of rendering websites written in English since we are using an English-based OCR tool and English-based Internet search engine. Our tool was designed using the Simple Plug-in Creator for Internet Explorer and is compatible with Microsoft Windows and Internet Explorer.

Our design approach can be broken down into three major steps. The first step is to capture an image of the current website in the user’s web browser. The second step is to use optical character recognition techniques to convert the captured image into computer-readable text. The third step is to input the converted text into a search engine to retrieve results. Fig. 1 gives a general overview of the design of GoldPhish.

A. Image Capturing

Image Capturing is the first step in our design approach. When the user visits a new web page, GoldPhish takes a screen capture of the page. GoldPhish utilizes an internal web browser for the screen shot. This method is favorable because it is independent of the resolution and display settings of the user’s browser. This eliminates problems that could arise in the OCR software due to resolution that is either too high or too low. The screen capture is converted from a Bitmap image into a TIFF image and is saved into a temporary folder for OCR processing. The size of the page that is captured is variable. We chose a screen shot of 1200 × 400 pixels because this resolution was sufficient to achieve high accuracy while minimizing the time it took to run OCR software on a page. Our observation was that the most brand descriptive content of a page occurred in the top portion of the page. Fig. 2 shows an example screenshot of a typical web page.

B. Optical Character Recognition

Optical Character Recognition software processes the saved screen capture image in the second step of GoldPhish. The software that we use is Microsoft Office Document Imaging (MODI), which comes as part of Microsoft Office. Other commercially available OCR software reports more accurate OCR results and could potentially increase GoldPhish accuracy. It is reasonable to expect that as OCR tools improve, GoldPhish performance and accuracy will also improve.

In addition to reading the text on a web page, the OCR software used in GoldPhish is capable of reading the text off of logos that exist on web pages. This is really where the strength of GoldPhish lies. Most common brands have well-known logos that include text unique to the company. These logos cannot easily be modified without alerting the phishing target. Additionally, these logos are typically located at the top of the page, which is why we only need to capture the top portion of the page. GoldPhish also works for pages without logos because, as mentioned, GoldPhish will capture and extract descriptive text at the top of the page. As the OCR software converts the image to text, a list of text entries is produced for submission to the chosen search engine (Google, in this case). A sample of text obtained from Fig. 2 using the OCR software can be seen in Fig. 3.

C. Google Search

The final step in the GoldPhish design approach is to submit the text that has been processed by the OCR tool to Google. The current implementation of GoldPhish only enters English-readable text into the Google Search API. This text is submitted line-by-line to preserve the layout of the page while also reducing terms lost due to Google’s 50 query term limitation. We implemented the Google Search API to return only the first four results. The first four results are sufficient in our design because a legitimate website will generally come up within the first four results in a Google search due to its high PageRank. Meanwhile, a phishing site that has only been up for a short amount of time will have a low PageRank and will not be indexed in the top four search results. Even if the logo is not processed correctly by the OCR software or does not include text, the other text on the web page will be able...
to be properly searched in Google.

The top-level and second-level domains [16] of the URL that the user is navigating to are parsed by GoldPhish and compared to the top-level and second-level domains of the first four results obtained in the Google Search. If no match is found within the first four Google results, the next line in the list of text entries is searched. Once a match is found, GoldPhish can verify the identity of the site and inform the user via the GoldPhish toolbar. A successful match can be seen in Fig. 4(a). If no Google matches are found after all text entries have been checked, GoldPhish states that it can not verify the identity of the site, and informs the user via the GoldPhish toolbar. An example of this can be seen in Fig. 4(b).

IV. TEST APPROACH

In order to test our application’s phishing detection rate, several known phishing sites and their corresponding legitimate sites were obtained. We used known phishing sites because it is difficult to test our application against zero-day phishing sites since zero-day phishing sites are new, unreported phishing sites. Our test approach is equivalent to testing against zero-day phishing sites because our design verifies the identity of all sites, regardless of whether or not the site is a previously known phishing site or a brand new phishing site. The web site PhishTank [14] was used to supply a list of known phishing sites. PhishTank is continuously updated by community users with the names of phishing sites and their links. Since these sites are reported as known phishing sites, their links are usually only active for a limited time before being disabled.

We found 100 active phishing sites to use for our initial test of GoldPhish. The group of phishing sites imitate a total of 18 legitimate sites that are well known e-commerce, banking, and social-networking sites. We also included 100 legitimate sites in our test. The 100 sites were a combination of the Internet’s most popular websites [19], random web sites [15], and commonly phished websites [14]. The specific breakdown is 50 popular websites, 30 random web sites, and 20 commonly phished websites. When testing the known phishing sites, false negatives would exist if the phishing site is verified as a legitimate site, when in reality it is not. False positives do not exist for phishing sites because that would just result in a positive confirmation of a phishing site, which is proper operation. When testing the legitimate, verified sites, false positives would exist if the site is labeled as a phishing site, when it is actually legitimate. False negatives do not exist for verified sites because that would result in GoldPhish not marking a legitimate site as a phishing site, which is proper operation as well. Our test of GoldPhish only had two false negatives, resulting in an overall phishing detection rate of 98% for known phishing sites. A summarization of these results can be seen in Table I(a). GoldPhish had zero false positives, resulting in an overall verified detection rate of 100%. A summarization of these results can be seen in Table I(b).

V. ANALYSIS OF RESULTS

We used the design described in Section III to test the accuracy of the GoldPhish tool. In this section, we describe how GoldPhish performed, as well as explain why some sites resulted in false negatives. We also discuss some of the limitations of GoldPhish and how to overcome them.

A. Performance

Accuracy. GoldPhish performed exceptionally well without the use of any complex machine learning or regression algorithms. Many other heuristics-based tools [4], [8], [13], [21], [23] rely on both techniques to make phishing decisions. GoldPhish does a simple screen capture, text translation, and Google lookup to determine a site’s legitimacy. Our 0% false positive (FP) rate and our 2% false negative (FN) rate outperformed all other heuristic-based schemes (See Table II).

Speed. The time it takes an anti-phishing tool to make a decision about the legitimacy of a site is critical for usability. The majority of users will be unwilling to wait an excessive amount of time for the tool to render a decision. With that in mind, we tested the time it takes GoldPhish to return a decision on a page. We realize that processing time varies greatly depending on many factors. However, our goal is to provide users with some benchmark measurements.
To test the time it takes GoldPhish verify a web page, we subtracted the time it takes to load a web page without GoldPhish from the time it takes to render a decision using GoldPhish. All of our testing was done using a Single Core 2.26 GHz, 1 GB RAM laptop running Windows Vista SP2. To ensure that network performance would not affect results, each page was locally cached. We ran 25 iterations using different software will improve; making delays negligible. Regardless, processor speed will continue to increase and OCR could cause variations in performance on different systems, the internal rendering method was chosen for consistency. The internal web browser, as implemented in C#, has a limitation of not running Javascript. Without the use of Javascript, some webpages do not render properly. Therefore, it is possible for there to be insufficient text in the screenshot to search.

The two FN that occurred during testing were due to free hosting ads placed on phishing websites. In order to generate revenue, many legitimate, free hosting companies automatically place ads of hosted webpages. When placed close to the top of pages, these ads are captured in the screenshot. Once the image is run through the OCR engine, the text from the ad is sent to Google for comparison. If the ad points to the same domain as the phishing site, a false negative occurs. While hosting companies attempt to remove phishing sites from using their ads, detection may still take some time. Banking and other sites not generating revenue from ads are not as susceptible to these attacks since they do not generally use ads on their pages. Other sites, such as MySpace, frequently use ads (see Fig. 5).

C. Limitations of GoldPhish

Due to the processing requirements of the OCR procedure combined with the Google lookup, GoldPhish delays the rendering of a webpage. While delay will be unacceptable for some users, others wanting zero-day protection will be willing to wait the few extra seconds for webpages to render. Regardless, processor speed will continue to increase and OCR software will improve; making delays negligible.

Similar to Cantina [23], GoldPhish is also vulnerable to attacks on Google’s PageRank algorithm and Google’s search service. An attack on Google’s PageRank algorithm could improperly advance a phishing site in Google’s search results and possibly provide the site as a valid option to GoldPhish. This is unlikely though since elevating a site’s PageRank takes time.

**TABLE I**

<table>
<thead>
<tr>
<th>Web Site</th>
<th>Phishing Site Tested</th>
<th>Phishing Detection Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>GoldPhish</td>
<td>9</td>
<td>89%</td>
</tr>
<tr>
<td>Cantina</td>
<td>2</td>
<td>100%</td>
</tr>
<tr>
<td>Pan et al. [12]</td>
<td>9</td>
<td>100%</td>
</tr>
<tr>
<td>Garera et al. [4]</td>
<td>7</td>
<td>100%</td>
</tr>
<tr>
<td>Wells Fargo</td>
<td>10</td>
<td>100%</td>
</tr>
</tbody>
</table>

Table I: Comparison of FP/FN rates for selected heuristic-based anti-phishing tools.

<table>
<thead>
<tr>
<th>Anti-phishing Tool</th>
<th>FP rate</th>
<th>FN rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>GoldPhish</td>
<td>0%</td>
<td>2%</td>
</tr>
<tr>
<td>Cantina [23]</td>
<td>1%</td>
<td>11%</td>
</tr>
</tbody>
</table>

Fig. 5. Screenshot of a false negative website. The ad claims to be from a web hosting company called Ripway Web Hosting. The OCR tool mistakenly classifies this site as valid because the Google query for Ripway matches the domain of its URL (http://h1.ripway.com/ThizzKidd/login.php).

find any other such timing results to use for comparison.

**B. False Positives and False Negatives**

Although GoldPhish did not result in any false positives, it is possible for a false positive to occur. There is a limitation of the internal web browser used in GoldPhish. Two different methods of screenshots were analyzed when creating GoldPhish: using the web browser as seen by the user or internally rendering the webpage. Since different screen resolutions could cause variations in performance on different systems, the internal rendering method was chosen for consistency. The internal web browser, as implemented in C#, has a limitation of not running Javascript. Without the use of Javascript, some webpages do not render properly. Therefore, it is possible for there to be insufficient text in the screenshot to search.

To test the time it takes GoldPhish verify a web page, we subtracted the time it takes to load a web page without GoldPhish from the time it takes to render a decision using GoldPhish. All of our testing was done using a Single Core 2.26 GHz, 1 GB RAM laptop running Windows Vista SP2. To ensure that network performance would not affect results, each page was locally cached. We ran 25 iterations using different web pages and found the mean, $\bar{x} = 4.31$ seconds, and a standard deviation, $\sigma = 0.22$. It was not possible for us to determine if our results were acceptable as compared with other heuristic-based algorithms because we were unable to
and most phishing sites have short lifespans. Denial of service (DoS) attacks could also prevent Google’s search engine from returning results. However, a DoS attack is unlikely due to Google’s size and currently implemented defenses against such attacks. In order to make GoldPhish less reliant on Google, multiple search engines could be implemented to prevent these attacks from being successful.

The textual content available on a page and the fonts used may limit the effectiveness of GoldPhish. Due to its reliance on the OCR image of the top of the page, GoldPhish is limited by the amount and style of text, logos, and images caught in the OCR image. Problems can arise if a web page does not include sufficient data such as text, logos, or images to verify the domain of a web site. Pages that do not include sufficient data, however, are usually entrance pages to the main page of a website. The main page would generally have sufficient data to verify the legitimacy of the web site.

VI. CONCLUSION & FUTURE WORK

Although GoldPhish achieved better accuracy than the other heuristic-based anti-phishing techniques mentioned previously in this paper, improvements can still be made. Future work for GoldPhish includes the integration of other anti-phishing techniques into our design. For example, phishing site blacklists can be incorporated into GoldPhish. Checking against blacklists saves time and could be the first line of defense. Further analysis using images could be conducted as a second measure to protect against zero-day phishing sites. Similarly, whitelists could be used to quickly verify well-known legitimate sites. We could also incorporate machine learning algorithms to remove ads from images prior to running the OCR tool. By doing this, we can reduce the number of false negatives that occur due to phishing site advertisements as illustrated in Fig. 5.

As previously mentioned in Section III-B, some commercially available OCR software is available that would produce faster, more accurate results. As this technology becomes freely available, it will be able to be integrated in GoldPhish and improve its performance. The incorporation of additional compatible languages, web browsers, and operating systems as noted in Section V-C, are areas of future work as well. Also, future implementations of GoldPhish will include verification using more than one search engine and compatibility with Flash and Javascript.

Despite some limitations, GoldPhish is a powerful tool that is capable of detecting zero-day phishing sites. GoldPhish does this by utilizing a browser plug-in to detect and report phishing sites. Our plug-in is based on a dynamic and adaptive approach which relies on image capturing, optical character recognition, and Internet search engine results. We tested our application against 100 legitimate web sites and 100 known phishing web sites. Our testing resulted in an overall phishing detection rate of 98%, and an overall verified detection rate of 100%. Further analysis of our results allows us to identify some areas of future work that could improve performance and usability. After comparing our design with similar methodologies, we were able to conclude that GoldPhish is one of the most accurate tool bars available to defeat zero-day phishing attacks.
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